**Game of Go rules:**

Repetition (basic ko): After white captured, black cannot re-captured right away. Black must play somewhere else. Now white has a chance to connect. If white also plays elsewhere, then black can capture.

Legal moves: any empty intersection except point forbidden by repetition and suicide.

End of game and scoring: game end after two successive passes. Score = stones + empty points surrounded by stones (+ komi).

Simple eye: **1.** Single empty point p; **2.** All neighbor points nb(p) occupied by stones of the same color; **3.** All these stones are connected in a single block. Corner, edge: need all diagonal points to connect (1 in corner, 2 on edge). Center: need at least 3 of 4 diagonal points to connect.

**Tromp-Taylor Rules:**

A point P, not colored C, is said to reach C, if there is a path of (vertically or horizontally) adjacent points of P’s color from P to a point of color C.

Clearing a color is the process of emptying all points of that color that don’t reach empty.

A turn is either a pass; or a move that does not repeat an earlier grid coloring.

A move consists of coloring an empty point one’s own color; then clearing the opponent color, and then clearing one’s own color.

**Checking suicide and checking capture**: the main difference between them is that the move can connect several blocks, and none of them may have another liberty.

Undo: for search, we need to consider many alternative moves, so we need undo, especially in dealing with captured stones. Use stack to store each board.

**Floodfill algorithm:**

Keep track of points already visited (e.g. mark them)

Visit all neighbors

DFS

Different ways to implement (explicit recursion e.g. store points to be processed in a stack)

**Heuristic and decision making:**

Heuristic: from Greek word “find” or “discover”; any practical problem solving method; “mental shortcut”, rule of thumb, educated guess, common sense, a rough model, using a similar case for guidance, …

Contrast heuristic: exact solution, exhaustive analysis, precise theory.

Heuristic decision-making and exact methods are both used in computer programs.

Heuristics to make better decisions (**Polya**)

1. Understand the problem: What it the input? What is unknown? What is the condition? Draw a figure. Introduce suitable notation. Draw or write down the important concepts in the problem and their relations. Separate the various parts of the condition. Find smaller parts, functions that make up the required solution
2. Devise a plan: Find connection between data and unknown (function). Do you know a related problem? Can you re-use the previous solution? Could you restate the problem? If you cannot solve the proposed problem, try to solve first a special case / a concrete example. Did you use all the data?
3. Carry out the plan: Write functions to implement your program, test each one separately. Correctness: use assertions to check input and output. Use formal proof (post-condition and loop invariants) for tricky codes
4. Looking back – examine the solution, review/extend. Can you use the result, or the method for some other problem? Refactor code, simplify functions. Extend or generalize functions for other problems. Organize into modules.
5. Example: auxiliary problem (helper function). Decomposing and recombining: separate tree search algorithm from details what to do in each node; floodfill – separate scan of full board from what to do in each area.

Bounded rationality (**Herb Simon**)

Concepts of satisfying.

1. Decision making is not always an optimization problem because decision may involve many factors that are hard to compare. We always cannot make perfect decision because human / computers have limited memory, limited time, limited power of logic, ….
2. Decision makers can satisfice either by finding optimum solution for a simplified world (model), or by finding satisfactory solutions for a more realistic world (direct observation). Humans use heuristics as shortcuts. In games, we have a perfect model, but that is the exception, not true in real world.
3. Normative / descriptive decision theory: what is / how to make a best action.

**Classical game theory: eg. Von Neumann and Morgenstern**

1. Selfish player, try to maximize their money
2. Simplest case: two player zero sum games – my win is your loss
3. Actions can involve random outcomes, but with known probabilities
4. Goal: maximize expected value

Utility function and risk (**Kahneman and Tversky**)

Mathematical models: rewards and utility

1. Utility – measures satisfaction of a consumer with a good. It determines the price that a consumer is willing to pay. Our utility of money does not always scale linearly with the amount of money (risk-averse: slower; risk-neutral; risk-prone: faster).

Example: scaling-up fold or bid? St. Petersburg paradox by Nicolas Bernoulli (the bank one)

1. Maximum expected utility (MEU) – chose action which maximizes your expected utility (von Neumann / Morgenstern)

With uncertain events, but known probabilities, we can compute expected utilities just as we computed expected value. Just replace the values with the utilities in the formula.

1. Marginal utility: increase in consumer satisfaction from having one unit more of a good.

Example: the value of $100 more – high if you are broke / low if you are Bill Gates

1. Humans have systematic cognitive biases. Most are averse to risk and ambiguity. People tend to “anchor” on first impressions. People focus more on changes in their utility than on absolute utilities.

**A simple setting for decision-making (assumption):** **1.** The state of the world, terminal states, possible actions for each state are completely known at each time. **2.** An action changes the state to a new state in a known deterministic way. **3.** No change element (cards drawn).

**Terminology:**

1. History-only state works in principle because *rules plus complete history determine the state exactly*. However, it may be inefficient if we always have to replay all actions from the beginning in order to find the current state.

2. A state space is represented as directed graph.

3. Tree: every action leads to a new state; only one path from root to a node; Size of state space: . Advantage: simplest; single path to a node; no dependency. Disadvantage: duplication; large state space; inefficient.

4. DAG: different move order can lead to same result; Go with full repetition rules. Branching factor at depth d:. Size of state space: 1.

Some practical examples:

Go, TicTacToe: (since one less empty square with each move). However, we ignore illegal move rules (captures, kos) and games that end earlier. Checkers: complicated . Many pieces are blocked at the beginning. When pieces are unblocked, b increases. When pieces get captured, b decreases. When checkers become kings, b strongly increases. Length of game d varies wildly.

Chess: complicated . Length of game d varies wildly.

Shogi: . Captured opponent pieces can be reused for yourself in a future move, so b increases with captures. b can be several hundred in endgame with many captured pieces available for “dropping” back on board.

Main problem: need memory to store and recognize equivalent states. Some algorithm designed only for trees, not for DAG.

Limitation: states with different history cannot merge into one node, not equivalent. Board looks the same but different (simple ko).

5. DCG: Go without repetition rules/with simple ko rules.

**Symmetry:** Take symmetry into account (example in TicTacToe): however, most symmetries broken after few moves (good at depth 1 or 2), and almost no reduction deeper in the tree. Reduction of whole state space is limited to some constant factor (less than 8 in Go).

![](data:image/png;base64,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)

**Improvement and optimization in Go:**

Positional superko(PSK): Ignore whose turn it is, only compare board.

Situational superko(SSK): Compare whose turn it is and board

(use hash table to detect potential repetition)

**Knuth**: premature optimization is the root of all evil

**80-20 rule**: 80% of the improvement can come from 20% of the code.

**Amdahl’s Law**: p = % of program that is speeded up; s = speedup for that part; runtime before optimization: 1; runtime after optimization: (1 – p) + p/s; speed up limit for the whole program: .

**Profiling (build-in cProfile)**: Define a test that runs your program with a typical workload; Run it with a special program called profiler; Profiler tells you details of the program execution. Profiler can be on the function level or instruction level. (How often was a piece of code executed? How long did it take?). Best to avoid calling a function. Second best to speed up a function and avoid unneeded computation.

**Blind search:** we can expect to visit about half of all states before hitting the goal, no matter which blind search we use and no matter which type of graph of the state space is (tree, DAG, DCG, …).

. It takes i + 1 total visits to reach . Expected number of visits to reach goal: .

**Heuristic search: 1.** Search: systematically look ahead into the future. **2.** Heuristic evaluation. **3.** Simulation (one of exploration): look ahead into the future by sampling sequences of future states. **4.** Goals: use heuristics when it works AND have a strong method working even when heuristics fails.

**Heuristic as payoff in win/loss games:** h(s) = -1 if s is a sure loss for the player; h(s) = 1 is s is a sure win for the player; -1 < h(s) < 1 for all other s; draw: h(s) = 0; payoff for opponent: – h(s); translation between winning probability and payoff: Winning probability – p, Payoff – v, Translate by v = 2p – 1 (Linear mapping).

**Heuristic as scores in win/loss games:** h(s) = true score if s is a terminal position; payoff for opponent: -h(s) (zero sum)

**Proof tree/solution tree (a winning strategy):** Subtree P of game tree G is a proof tree iff: P contains the root of G; All leaf nodes of P are wins; If interior AND node is in P, then all its children are in P; If interior OR node is on P, at least one child is in P.

Size of Proof Tree (uniform (b, d) tree, OR node at root, we win): General pattern for best case:

**Minimax search for win-loss-draw and scores:**

**OR node = MAX node**: .

Booleans: True = win; False = lose; ;

if for at least one i

Maximum of {0, 1}: 1 = win; 0 = lose; ; if for at least one i.

Stop earlier: **1.** We know maximum possible score and one child achieves it. **2.** We have a bound, and only want to know if we can reach at least that bound. We can stop as soon as one child achieves that bound.

**AND node = MIN node**: .

if for all i.

if for all i.

**Minimax value m**: 1st search if we can get v ≥ m; scores; 2nd search if we can get v > m. If 1st search returns a win and 2nd search returns a loss, then m must be the minimax value.

Boolean Searches and Proof Tree: Win with test (v ≥ m): proof tree of our winning strategy achieving at least m. Loss with test (v > m): disproof tree of our win – opponent’s winning strategy – prevent us from getting more than m.

**Alpha-beta search**: : we will avoid this position, since we have a better alternative; : opponent will avoid this position, since they have a better alternative; : opponent can also avoid this position, since they have equally good alternative.

Depth limited Alpha-beta: e.g. Win for X: result changes to win score when win is proven at depth 5 -- Interpretation: black can win in 5 moves and black cannot win in 4 or fewer moves.

**Principal Variation (PV)**: Assume both players follow best play based on the stored values, and the root n is an OR node with minimax value score(n) = m.

Alpha-beta and playing optimally – **OR node:**

.

OR can find at least one child with , and play that m.

Alpha-beta and playing optimally – **AND node:**

.

AND can find at least one child with , and play that m.

If both players play the best moves, then they follow a PV of the search. This is *a move sequence S* with the property that each node in the sequence has a score of m. S is the intersection of P1 and P2 (set of nodes that are in both trees). Even with a depth-limit and heuristic evaluation, a PV exists. All nodes will share the same value as the heuristic evaluation of the last node in the sequence.

**Zobrist Hash codes:** Prepare one random number code[point][color] for each (point, color) combination; Code of state is bitwise logical xor over all points on the board.

**tt entries**: 1. For Boolean negamax, we only needed one bit (True/False). 2. For alpha-beta and iterative deepening, need to store more: best move from this state; search score; flags: exact value or upper or lower bound; search depth; a flag whether it is exact result or heuristic score

**Heuristic alpha-beta search**: **1.** History heuristic (**Jonathan Schaeffer**): keep track of which moves are effective in causing beta cuts in the search. **2.** countermove heuristic (**Uiterwijk**): store good reply to a move.

**Some quiz question:**

If both take the same time, we should prefer a heuristic over an exact solution. (F)

According to Chris Snijders, it takes some quantifiable data from past experiences and some history for “a simple formula” to outperform a human professional.

In Chris Snijders’ experiments, computer models outperform humans in adherence to budget, accuracy of specifications and timeliness delivery.

Computer models can outperform humans because: faster, more accurate, less inconsistent, lack of emotion, no degradation of decision quality over time, more experience.

Some studies have found that face-to-face interviews degrade decision quality. (T)

The computer-assisted decision-making for Long Term Capital Management ran into some initial problems, but it was ultimately very successful. (F)

One advantage of humans is their ability to “see beyond the model”. (T)

**Assignment2 specification:**

**timelimit seconds** (1 <= seconds <= 100): sets the maximum time to use for all following genmove or solve commands, until it is changed by another timelimit command. Default is 1 second.

**solve**: Response is = winner[move]. winner is b, w, draw or unknown. unknown if your solver cannot solve the game within the current time limit. Solving always starts with the current player (toPlay) going first. If the winner is toPlay or if it is a draw, then also write a move that you found that achieves this best possible result. If there are several best moves, then write **any one** of them. If the winner is the opponent or unknown, then do not write any move in your GTP response.

**genmove color**: color is b or w. If the game is not over, the program should use the solver to try to play perfectly. The solver must respect the current time limit as described under timelimit per move above. If the game is not solved within the timelimit, or if toplay is losing, then genmove should just play a random move.